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Abstract

The rapid advancement of large language model (LLM) technology
has led to diverse applications, many of which inherently require
randomness, such as stochastic decision-making, gaming, sched-
uling, Al agents, and cryptography-related tasks. However, the
capabilities of LLMs in handling randomness, particularly in gen-
erating and utilizing random numbers effectively, remain unclear.
This paper investigates the capacity of LLMs for handling tasks that
involve randomness through a series of experiments. We designed
a set of experiments that consider various factors that can influ-
ence an LLM’s performance in tasks involving randomness, such
as accessibility to external tools, types of tasks, model states (fresh
vs. non-fresh), and prompting strategies. The experiments cover a
range of tasks, including generating random numbers, generating
random strings such as passwords, shuffling items, and evaluating
the quality of randomness using entropy and the NIST randomness
test-suite. Our findings reveal that while LLMs can generate out-
puts that exhibit some degree of randomness, their performance
is inconsistent and often deviates significantly from the expected
behavior. The analysis of the experimental results highlights key
limitations and areas where improvement is needed for the LLMs
to effectively handle tasks involving randomness.
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1 Introduction

Large language models (LLMs [32]) have found numerous applica-
tions, such as natural language processing (NLP), machine transla-
tion, source code generation and translation, question-answering,
chatbots [28], health-care training, customer service [20], time-
series prediction, etc.

Recently, there has been increased interest in building autonomous
agents using LLM, which is used as the agent’s central computation
engine. To support LLM based agents, there are several supporting
components such as planning, memory, and action [18, 35].

LLM-based agents can be used for a wide range of applications
such as co-piloting operating systems [23], playing games [17],
Web agents [39], making API calls [13] and offering cyber security
suggestions [38]. A recent news shows a surprising use case where
LLMs are used to generate lottery tickets.

Random number generation plays a crucial role in various ap-
plications, including cryptography, Web protocols such as security
tokens and session identifiers, science simulations, task scheduling,
resource allocations, financial asset management, optimizations,
and computer games. The quality of randomness is essential for
ensuring security, fairness, and trustworthiness in these applica-
tions [10].

LLMs are not designed inherently for the generation of random
numbers. Their underlying architecture is deterministic, which
means that given the same input, they may produce the same output.
However, recent studies have explored the potential of LLMs to
exhibit randomness through techniques such as sampling from
probability distributions and incorporating stochastic elements in
their decision-making process [10, 34].

In this paper, we investigate the capability of LLMs to handle
tasks that require randomness in the responses. We design a set of
experiments that consider various factors that can influence the per-
formance of an LLM in random tasks, such as types of tasks (directly
or indirectly involving random sources), model states (fresh vs. non-
fresh) and prompting strategies. Our analysis includes evaluating
the quality of randomness using metrics such as entropy, and com-
paring LLM-generated outputs to those produced by established
random number generators and algorithms.

Our research has shown essential insights into the abilities and
limitations of LLMs in generating random outputs. We discovered
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that while LLMs can mimic randomness to a certain extent, they
still struggle to achieve high quality randomness due to its inherent
limitation in the algorithms and potential biases. This finding has
significant implications for the scientific community, as it highlights
the need for further research and development to enhance the
randomness capabilities of LLMs, especially for applications where
true randomness or cryptographically strong random source is
critical, such as cryptography-oriented Al agents and scientific
simulations (LLMs for sciences). Moreover, our research provides
valuable guidance for the developers and researchers working with
LLMs, enabling them to understand better and control the quality of
randomness in responses of these models for various applications.
Our main contributions include:

o A benchmarking suite with multiple tasks that involve run-
ningdonmess to test the quality of randomness generated by
LLMs!.

e A comparative analysis of LLMs and local PRNGs, highlight-
ing the performance differences between LLMs and local
methods in creating high-quality randomness.

o An analysis of the impact of external tools and type of tasks
on an LLM’s ability to handle randomness reveals that LLMs
can generate more random outputs when utilizing external
tools.

e A discussion of potential solutions to improve the random-
ness of LLMs, such as incorporating entropy-based sampling
and parallel chain-of-thought decoding.

2 Background

2.1 The Need for Entropy and Randomness

GenAl and Large Language Models (LLMs) have achieved extra-
ordinary success across a wide range of application tasks such as
question answering, document summarization, decision-making,
code generation, reasoning, etc. Increasingly, GenAl models have
been applied to tasks that demand entropy and randomness in the
responses. Emerging use cases like LLM based game engines [36],
simulations in various domains, GenAl for sciences, LLM based API
agents [29], industrial optimizations, LLMs for making schedule
decisions, all of these application tasks involve producing outputs
with randomness. For example, random numbers are widely used
in security protocols like challenge-response mechanisms, Web to-
kens, security nonce generation, session identifiers. For robustness
and trustworthiness in security, it requires GenAl based Web agents
to support high quality randomness within these security proto-
cols. In the field of scientific simulations like biology and physics,
random number generators are crucial for simulating various con-
ditions or events. The quality of entropy used in GenAlI process
will have direct impacts on the accuracy of the scientistic modeling
and simulation outcome. For the tasks that involve scheduling and
statistical sampling, for instance, randomized clinical trials, random-
ized resource allocations, randomized task assignments, ensuring
good quality randomness is essential to avoid biases and guarantee
fairness. Many emerging finance and economic use case scenar-
ios of GenAl like randomized order execution, asset management
and risk management also require high quality randomness in the
outputs.

1Code and artifacts in GitHub. The link will be updated upon acceptance.

2.2 Randommness as a Trustworthiness Problem

While LLMs have demonstrated generating human-like text, the
inherent design of token generation still poses a challenge to pro-
ducing high quality random outputs to satisfy the needs of many
applications. LLMs are trained on massive datasets and learn to pre-
dict the most likely next word or token based on the input and their
training data. Research has shown that LLMs face challenges in
generating truly random distributions. Studies have suggested that
LLMs often exhibit biases and struggle to produce true randomness
when it is needed, especially in complex use case scenarios. The
lack of supporting reliable and good quality entropy can become a
major trustworthiness issue for any application aiming to leverage
LLMs for tasks where randomness is crucial to ensure fairness,
reduce bias, support robustness and provide security guarantee.

2.3 Evaluation of Randomness in LLM
Responses

With the emergence of randomness-controlled models, the effective-
ness of creating entropy in the related tasks has become a critical
issue, as it may lead to biased or discriminatory outputs [19]. To
address these challenges, various metrics have been proposed to
evaluate the randomness of LLM. Hopkins and Renda [16] offer two
sampling methods-non-autoregressive sampling (NARS) and au-
toregressive sampling (ARS), to evaluate the distribution sampling
capabilities of LLMs in two controlled domains: uniform random
number sampling and probabilistic context-free grammar (PCFG)
sampling. Notably, NARS demonstrates superior performance over
ARS in terms of error, variance, and containment metrics. However,
Hopkins and Renda did not consider the access of external tools,
like pseudo-random number generators (PRNGs), thus resulting
in substantial interference to the final conclusions. Liu [21] ex-
tends this line of research by instructing GPT-4 to generate either
a single number or a random sequence using varied prompts. It
reveals that GPT-4 attempts to compensate for the uniformity of
random numbers by sacrificing independence when functioning
as a random number generator. Despite tasks directly instructing
the LLMs to generate numerical values, common character-based
and shuffling-related tasks should also be considered when testing
the randomness of large language models. Hence, more types of
tasks involving entropy should be considered, taking into account
factors such as accessibility to external tools, types of tasks, model
states, and prompts. Furthermore, new metrics should be proposed
to accommodate the experiments of these different tasks.

3 Measuring LLMs’ Capability on Handling
Tasks Involving Randomness

Analyzing the way that an LLM handles tasks involving randomness
directly (either static or dynamic) is challenging due to the system’s
complexity and limited access to its internal details when it is closed
source. Therefore, we adopt an indirect approach. Specifically, we
treat an LLM as a black box and design a series of experiments
considering the major factors that may influence its performance
in the tasks that involve randomness.
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3.1 Factors Considered in the Experiments
Design

We consider multiple factors in the design of our experiments to en-
sure a comprehensive measurement of the ability of LLMs to create
randomness. These factors help to isolate the specific capabilities
of LLMs and understand how different conditions might affect their
performance in generating random outputs.

Accessibility to external tools. LLMs can be augmented with ex-
ternal tools, such as pseudo-random number generators (PRNGs),
to enhance their abilities in various tasks [16]. In the context of
randomness, access to a PRNG can significantly influence an LLM’s
performance. We evaluate LLMs both with and without access to
a PRNG to investigate whether they can generate random num-
bers independently or benefit from a traditional PRNG’s assistance.
This factor is crucial for understanding the inherent capabilities of
LLMs in generating random numbers and whether they can achieve
reasonable randomness without relying on external tools.

Types of tasks. Tasks involving randomness vary significantly
in complexity, the types of PRNG required (statistical PRNG, cryp-
tographic PRNG, etc.), and how they utilize random numbers. It is
often not obvious to the LLMs how randomness should be applied
to meet the goals of specific tasks based on the prompt instructions.
In this work, we consider two categories of tasks:

o Direct tasks. These tasks explicitly require the generation of
random numbers. Examples include generating a sequence of
random integers within a specified range or producing a ran-
dom floating-point number between 0 and 1. This category
focuses on the LLM’s ability to generate random numbers
directly, a fundamental aspect of randomness in LLMs.

o Indirect tasks. These tasks require an LLM to utilize random
sources implicitly, often involving operations such as shuf-
fling or sampling. Examples include shuffling a deck of cards,
randomly selecting elements from a list, or generating ran-
dom permutations of a sequence. This category assesses the
LLMs’ ability to apply randomness in more complex scenar-
ios where random number generation is a means to achieve
a specific outcome.

By evaluating LLMs on both the direct and indirect tasks, we
aim to assess their ability to handle randomness across a spectrum
of applications.

Model states. The internal state of an LLM, influenced by its
previous interaction history, can affect its behavior on new tasks.
To account for this, we consider both “fresh” (newly initialized)
and “non-fresh” (previously used) LLM models in our experiments.
This distinction allows us to investigate whether prior experiences
influence an LLM’s ability to generate random outputs.

Interestingly, research suggests that LLMs might not only in-
herit human biases in randomness generation but could potentially
amplify them [34]. This highlights the challenges of achieving true
randomness in LLMs and the need for careful evaluation.

Prompts. Prompts are the only source for an LLM to receive
external task descriptions in the inference phase. Many works have
demonstrated that carefully designed prompts can lead to better
LLM responses [26]. For the same task involving randomness, it is
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very likely that different prompts result in different randomness
handling.

3.2 Experiment Categories

Based on the factors outlined above, we systematically evaluate
task types on an LLM’s ability to handle randomness, while also
considering the influences of model status. To ensure a comprehen-
sive evaluation, we included a variety of LLMs in our study, namely
OpenAT’s GPT-40, Google’s Gemini 1.5 Pro, Mistral Large(2047),
Gemma2 27b and Llama 3.1 8b. This selection allows us to evaluate
randomness generation capabilities across different models and
architectures.

To rigorously evaluate the capability of LLMs to handle tasks
that involve randomness and generate the output based on the
given task, we designed a series of experiments encompassing three
distinct task categories: numerical, character-based, and shuffling-
related. These categories were selected to represent different types
of applications for randomness, from basic number generation to
more complex tasks involving sequences and permutations. This
methodology draws inspiration from the existing research on evalu-
ating LLM sampling in controlled domains [16] and aims to provide
a comprehensive assessment of LLMs’ ability to exhibit randomness
across various scenarios.

3.3 Numerical Value Related Tasks

Random number generation is widely recognized as the most funda-
mental task associated with randomness. Our evaluation considers
LLM-based agents with and without access to a pseudo-random
number generator (PRNG). This allows us to investigate whether
LLMs can generate random numbers independently or benefit from
a traditional PRNG’s assistance, similar to the approach used in the
previous studies [10]. Furthermore, we vary the scale of the task,
including the size of the output (e.g., generating a single number
versus a sequence of numbers) and the range of random numbers
(e.g., integers within a specific interval, floating point values). This
manipulation of scale allows us to assess the impact of these factors
on the LLM’s performance and identify potential limitations in its
ability to generate random numbers across different magnitudes
and data types.

We employ statistical tests commonly used to evaluate random
number generators, such as the well-defined tests in the NIST ran-
domness test suite [5], to assess the quality of the generated random
numbers. These tests will help us determine if the distribution of
the LLM-generated numbers significantly deviates from a truly
uniform distribution, indicating potential biases or patterns in the
LLM’s outputs.

3.4 Characters Related Tasks

This category requires the LLM-based agent to manipulate charac-
ters randomly, such as generating random strings given a specified
alphabet (e.g., generating random passwords, or random sequences
of letters from the English alphabet). While this task can theoreti-
cally be reduced to random number generation by mapping char-
acters to numerical values, it remains unclear whether LLMs can
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effectively leverage this relationship. Our experiments aim to de-
termine whether LLMs can exhibit randomness in character-based
tasks without explicit reliance on numerical methods.

To evaluate the randomness of the generated character strings
such as passwords, we analyze their statistical properties, such as
the frequency distribution of individual characters and the presence
of recurring patterns or sub-strings.

3.5 Shuffling Related Tasks

Shuffling is a classic application of randomness with extensive re-
search in various domains, including card games, data analysis, and
algorithm design. The problem of card shuffling, while seemingly a
simple use case, has been intensively studied in the field of applied
statistics, not only due to its significance to ensure fairness in card
games, but also its applicability in diverse fields, ranging from game
design, data analysis to scientific research.

In card shuffling, a well-shuffled deck ensures that each player
has an equal chance of receiving any particular card or combina-
tion of cards. A strong uniform stopping time ensures that after
the stop, the deck is in a truly random state, regardless of how
it was initially arranged. Theoretical results have been obtained
to understand stopping times in the context of conventional card
shuffling techniques [7, 12, 33].

In this study, we evaluate LLMs on tasks analogous to shuffling
cards, such as assigning patients to doctors or permuting a set of
words. These tasks represent a higher complexity level than simple
number or character generation, requiring the LLMs to understand
and apply the concept of random permutations.

We analyze the generated permutations for uniformity and ran-
domness to assess the LLMs’ performance on shuffling tasks. We
compare the LLM-generated permutations to those produced by
a well-established shuffling algorithm to identify any biases or
deviations from the expected randomness.

By conducting these experiments across a range of tasks and
evaluating the results using appropriate statistical measures, we
aim to provide a systematic assessment of LLMs’ capacity for gener-
ating random output and identify potential areas for improvement
in their ability to exhibit true randomness. The scoring method
for the shuffle process is based on the minimum entropy of the
distances between each pair of cards after the shuffle is applied.
This effectively captures the idea that shuffling should maximize
statistical entropy, which is a measure of randomness that can
be calculated when the inner workings of the random system are
unknown.

Below is how we compute statistical entropy as a percentage of
the maximum possible entropy:

(1) N := number of cards in the deck

(2) Kjjq := after how many trials card i was distance d from card j

(3) H := percent of max entropy,

: -1, Kij kij .
min{~ S35 (57 logn-1 5745)10 < i j < N}
The above method has been used to evaluate the quality of different
card shuffling algorithms.

3.6 Direct Generation

We evaluate three specific domains to assess whether the LLMs can
generate randomness in their responses. Our goal, however, was

not only to deal with randomness generation, but also to investigate
how the LLMs handle tasks that require randomness as part of their
core function but were not asked to generate it directly like random
number sequence creation.

We instructed the LLMs to generate random numbers and then
apply the NIST randomness test-suite to evaluate whether they
could pass the randomness tests. Each LLM was prompted to gener-
ate 10000 random 8-bit integers. The prompts used were as follows:

e GPT-40 "Can you please create 10000 random positive inte-
gers in decimal format, the highest of which is 255

¢ Gemini and Others "Can you please create 10000 random
positive integers in decimal format, the highest of which is
255" with System Prompt "You are a true random number
generator. You will be asked to generate random numbers
in JSON format. Do not give any code or ideas. Only the
answer."

The generated sequences were then subjected to the Random
Number Test Suite [5] to assess the quality of randomness [34].

3.7 Evaluation Metrics

We utilized the Random Test Tool (RTT) [37] to assess the quality
of randomness in the number of sequences generated by the LLMs.
This tool provides a comprehensive suite of statistical tests designed
to evaluate various aspects of randomness, including uniformity,
independence, and unpredictability.

The tool implements the popular NIST Randomness Test Suite [8].
Compared with similar tools, RTT is user-friendly, easy to manipu-
late, and capable of delivering clear results to users. The set of NIST
Tests supported are.

Monobit (Chi2) This test is intended to see if the frequencies
of 1 and 0 across the entire n-bit sequence are approximately equal,
meaning that the proportion of 1s and 0s is close to half. If the
number of 0s and 1s are not the same, it is intended to see if their
difference falls within the limit of randomness.

Frequency in block This test is intended to ensure that fre-
quencies of 1 and 0 are evenly distributed across the entire n-bit
sequence.

Run Test This test is intended to see if the frequencies of runs
of 1s and 0s of various lengths would be within the limits of ran-
domness.

Longest run of Ones This test is intended to see if the frequen-
cies of the longest run of 1s of various lengths appearing in the
sequence are consistent with that expected for a random sequence.

Binary Rank This test is intended to see if the n-bit string has
repetitive patterns across its entire sequence. The n-bit string is
sequentially divided into N disjoint blocks, and it endeavors to see
linear dependence among its fixed length substrings of each block.

Linear Complexity A long-bit string is usually obtained from
an LFSR (Linear Feedback Shift Register). The bit sequence from
which a longer LFSR is obtained can be termed as random, while the
shorter LFSR indicates non-randomness. The linear complexity test
looks for the length of the LFSR and determines if the bit sequence
from which the LFSR is obtained is random or not.

Serial Test The serial test counts the frequency of all possible
overlapping m-bit patterns across the entire n-bit sequence, and
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Table 1: p-value Interpretation

Label p-value Interpretation
OK 0.1 <p <0.99 Test successful
SUSPECT | 0.01 <p <0.1 or 0.9 <p <0.99 Suggest to re-test
KO p <0.01 and p >0.99 Test failure

based on the deviations of each of the counts together, one intends
to see if the sequence can be termed as random or not.

Spectral The focus of this test is the peak heights in the Discrete
Fourier Transform of the sequence. The purpose of this test is to
detect periodic features (i.e., repetitive patterns that are near each
other) in the tested sequence that would indicate a deviation from
the assumption of randomness.

Sign This test checks the equal repartition of the data around
the median.

Given a random sequence, the tests calculate a p-value. The p-
value represents the probability of obtaining a distribution at least
as extreme as that observed. Then, the tool compares the p-value
to a threshold (0.01). If the p-value is lower than this threshold, it
implies that the probability of the observed behavior occurring by
chance is 1 - 0.01 (99%). For p-value < 0.01, a perfectly random
sample is expected to fail this test only 1% of the time. The tool
follows the default classification:

Interpretation of p-values and classification of results adhere to
the guidelines provided in the RTT documentation [5].

o OK: The test is successful if the p-value falls within the range
[0.1, 0.99]. This indicates that the observed distribution is
consistent with what would be expected from a truly random
sequence.

e SUSPECT: If the p-value is in the intervals [0.01, 0.1] or
[0.9, 0.99], it suggests a potential deviation from randomness.
Further investigation and re-testing are necessary to confirm
or reject the null hypothesis of randomness.

e KO: The test fails if the p-value is < 0.01 or > 0.99. This in-
dicates a statistically significant deviation from randomness,
suggesting that the sequence is likely not random.

3.8 Remark on Reproducibility

Reproducibility is a crucial property that facilitates trust in certain
applications of GenAl for instance, healthcare use cases, finance,
legal applications, many scenarios in various science domains. In
case that GenAl responses to application tasks depend on random
sampling, and entropy, reproducibility should be interpreted within
the context of the tasks. For instance, for card shuffling, it makes
more sense to define reproducibility as producing similar random
distribution of the shuffled cards after performing the same of num-
ber of card shuffles in each trial. For the tasks relying on random
sampling, reproducibility needs to be defined as reproducible distri-
bution of the outputs given the same experiment setting. This is the
interpretation of reproducibility that we have taken in the context
of this endeavor. During experiments, we conducted data collection
in multiple iterations to ensure consistent entropy measurements
across different trials.
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4 Experimental Results and Analysis

For our experiments, we choose a combination of open-weight
and closed-weight models. The open models allow us to dig more
deeply into their generation strategies and allow us to play with
the temperatures. Whereas for the closed models, we used both an
official API and a web-based interface to collect data.

4.1 Analysis of NIST Randomness Tests

This analysis compares the randomness quality of various Large
Language Models (LLMs) and local Python random number gener-
ators based on the results from the NIST randomness testsuit.

Table 2: Percentage of test outcomes for different random
number generators

Generation Methods and LLM OK SUSPECT KO

Local 8-bit numbers 87.78% 11.11% 1.11%
Local 1M data sample 91.11% 7.78% 1.11%
random.SystemRandom() 87.78% 11.11% 1.11%
secrets.randbelow() 88.89% 8.89% 2.22%
Gemini 15 30.56% 13.89% 55.56%
Phi-3 (Run 1) 22.22% 0% 77.78%
Phi-3 (Run 2) 25% 12.5% 62.5%
Gemma 2 27B 11.11% 0% 88.89%

4.1.1 Key Observations.

(1) Local Python Generators: The local Python random num-
ber generators (8-bit numbers, 1M data sample, SystemRan-
dom, and secrets.randbelow) performed significantly better
than the LLMs, with over 87% of tests passing (OK) for all
four methods.

(2) LLM Performance: The LLMs (Gemini 15, Phi-3, and Gemma
2 27B) showed poor randomness qualities, with a high per-
centage of failed (KO) tests.

(3) Gemini 15: Performed the best among the evaluated LLMs,
passing 30.56% of tests, but still significantly underperformed
compared to the local Python generators.

(4) Phi-3: Showed inconsistent results between two runs, with
Run 2 performing slightly better than Run 1.

(5) Gemma 2 27B: Demonstrated the poorest performance
among the measurable models, failing 88.89% of the tests.

(6) Honorable Mention: We tried to run these tests with llama
3.1 8b model as well. That did not pass any test.

The analysis reveals a clear distinction between the random-
ness quality of the local Python random number generators and
LLMs. Local Python methods consistently produced high-quality
random numbers, passing most statistical tests. In contrast, the
LLMs struggled to generate truly random sequences, with Gemma
2 27B performing particularly poorly.

These results suggest that LLMs, in their current state, are not
suitable for applications requiring high-quality random number
generation.

4.1.2 Qualitative Analysis. While the quantitative results provide
a statistical assessment of randomness, a qualitative analysis can
reveal further insights. Observing the generated sequences, we
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Figure 3: Gemini 1.5 with function calling (10k).

noticed certain patterns and tendencies that deviate from ideal ran-
domness. For example, some LLMs exhibited a slight bias towards
generating certain numbers or ranges of numbers more frequently
than others. This observation aligns with the previous research that
highlights the limitations of LLMs in accurately mimicking target
distributions [16]. This is specially relevant when talking about the
LLMs that try to generate random numbers on their own without
relying on external tools.

Figure 1 and Figure 2 show the distribution of random numbers
between 0 to 255 when generated 10000 times. These generations
were done using the described method in Section 3 and do not use
any function call.

Even without the randomness tests, we can see the distribution
is not random, and each model favors a specific set of numbers.
For Gemini 1.5 Pro Fig: 1, the top 3 Preferred Numbers are 161 (16
occurrences),138 (15 occurrences), and 235 (15 occurrences). For
Mistral Fig:2, this behavior is even more clustered, with the cluster
being in the middle with 234 (7 occurrences), 243 (6 occurrences),
and 230 (also 6 occurrences).

However, when we have Gemini with function calling enabled,
we see in Fig 3 the numbers being almost evenly distributed for
10,000 random number generation. This is where we observe that
the model is defaulting to the workflow as depicted in Figure 4.
Things take a bit different turn when we have 100,000 random num-
bers generated with Gemini using function calling, as we see in

Prompts

Contain "random"

v
Code creation tool I

LLm

M v

LLM Inference

Codes generate
No Tool random output

Figure 4: LLM function call workflow.
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Figure 5: Gemini 1.5 with function calling (100k).

Figure 5 where almost the whole spectrum of numbers is evenly dis-
tributed apart from Number 1, which disproportionately is chosen
730 times.

4.2 Shuffling Results

This section analyzes the results of the shuffle method obtained
through our experimental process.

4.2.1 Method. We focus on evaluating the effectiveness of differ-
ent shuffling methods and quantifying the degree of randomness
achieved using an entropy-based metric. We aim to gain insights
into the factors influencing randomness generation in these models
by analyzing the entropy values obtained from various LLMs and
shuffling scenarios.

To assess the randomness generation capabilities of LLMs, we
designed experiments centered around shuffling a deck of playing
cards. This task provides a well-defined and quantifiable measure
of randomness, allowing for a systematic evaluation of different
LLMs and shuffling methods. We employed two primary shuffling
scenarios: (1) Local shuffle, where the LLM generates Python code
executed to shuffle the deck, and (2) LLM shuffle, where the LLMs
directly shuffle the deck without external code.

To quantify the degree of randomness achieved in the shuffled
decks, we utilized the entropy measure described earlier. Our en-
tropy definition grades the quality of the unknown shuffling method
by measuring pairwise distances between two cards. In the context
of card shuffling, higher entropy values correspond to greater ran-
domness in the sequence of cards. We varied the number of shuffle
rounds (128 to 2048) and recorded the corresponding entropy values
for all the tested scenarios.
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Table 3: Entropy results for the card shuffling experiments.

Shuffle rounds | Local GPT Gemini

128 0.874451358681846 0.861846152487087 0.87337156361593
256 0.897806026358848 0.876740097767342 0.899403147801315
512 0.899562541724958 0.895595748483194 0.908432001491059
786 0.916425927773246 0.905871556497765 0.910063521198634
1024 0.915989771924721 0.909819923462218 0.912599250807944
1280 0.914072526105781 0.915665610283595 0.913379487780489
1536 0.918177419740495 0.918220137760354 0.917924657467474
1792 0.921352692988455 0.921004938696014 0.923022991807562
2048 0.923277055991329 0.924444147944848 0.92356798431639

We conducted experiments with several LLMs, including variants
of GPT, Gemini, and Llama. For each LLM, we systematically varied
the number of shuffle rounds (from 128 to 2048) in both Local and
LLM shuffle scenarios. This allowed us to observe how the degree
of randomness changed with increased rounds of shuffling, and
identify potential convergence patterns.

Table 3 summarizes the entropy results for the card shuffling
experiments conducted with GPT, Gemini, and the local shuffle
scenarios.

As the number of shuffle rounds increases, the entropy values
for the local, GPT, and Gemini shuffles exhibit a clear trend of con-
vergence toward a high entropy value. The entropy values for all
three are remarkably close across all the shuffle rounds. This sug-
gests that the LLMs demonstrate a comparable ability to generate
random shuffles given sufficient number of shuffling rounds.

To further investigate the generalizability of our findings, we
conducted a card shuffling experiment using the Llama LLM. Table
4 presents the entropy results for Llama using the GPT shuffle
scenario.

Table 4: Entropy results of Llama card shuffles.

Rounds 128 256 512 1024
Entropy 0.7869377 0.7885018 0.805581 0.8087705

The Llama 3.1 8b exhibits consistently lower entropy values com-
pared to GPT and the local shuffles, suggesting potential limitations
in its ability to generate random sequences. This discrepancy could
be attributed to differences in model architecture, training data, or
specific prompting techniques used.

Using the defined entropy measurement, we compare the entropy
of GPT card shuffles with the result of the locally shuffled cards. To
reduce the token count, we asked GPT to shuffle ten cards up to
2048 times (rounds). Local card shuffles were performed using the
Python card shuffle code returned from GPT. The entropy results
indicate that there is almost no difference between the result of
GPT and the result of local shuffles.

It is often assumed that adjusting the temperature parameter in
LLMs can significantly improve the randomness of their outputs.
However, our experiments suggest that this might not always be the
case. For specific tasks, tweaking the temperature settings may not
lead to substantial changes in the underlying concepts generated by
the LLM, even if the specific words used vary. This observation high-
lights the need for alternative approaches to enhance randomness
in LLMs, potentially focusing on refining prompting techniques,
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incorporating stochastic elements in the model architecture, or
exploring different sampling methods.

4.3 Analysis of LLM Generated Passwords

This analysis compares the randomness quality of the password
sequences created by the LLMs. In these test scenarios, the LLMs
were instructed to generate random passwords of a certain length
with characters chosen from the English alphabet (both the lower
and uppercase letters), decimal digits, and a set of special characters.
Randomness of the generated passwords were tested with the same
NIST randomness test tools.

Table 5: Percentage of test outcomes for LLM generated pass-
word sequences.

Generation Methods and LLM OK SUSPECT KO

GPT 44.4% 11.1%, 44.5%
Gemini 15 33.3% 11.1% 55.6%
Phi-3 0% 11.1% 88.9%
Gemma 2 27B 0% 0% 100%

The results indicate that the password sequences generated by
the LLMs exhibit poor entropy and low quality randomness. The
percentage of the failed NIST randomness tests was high for all the
evaluated LLMs. Examining the generated passwords by Gemma 2
and Phi-3 show that the generated password sequences contained
repeated passwords, or repeated substrings.

4.4 Summary of Factors Affecting LLMs
Capability on Handling of Randomness

While LLMs can exhibit variability in their outputs, achieving true
randomness remains challenging due to their deterministic training
process and inherent biases[1]. These models are trained on massive
datasets, learning to predict the next word in a sequence based
on patterns and relationships within the data[30]. While enabling
impressive language generation capabilities, this process can limit
their ability to produce truly random outputs [34].

Several factors contribute to LLMs limitations in handling tasks
involve randomness:

e Bias in the training data: If the training data contains bi-
ases or predominantly reflects specific patterns, the model’s
output may be skewed, even when randomness is desired [31].

e Limited knowledge update: LLMs cannot update their
knowledge base in real-time, hindering their ability to in-
corporate new information and adapt to changing contexts,
which is crucial for generating random outputs based on the
latest information [3].

e Lack of true understanding: LLMs do not possess gen-
uine comprehension of the text they generate, which can
lead to non-sensical or irrelevant output, especially when
dealing with complex or nuanced concepts that require ran-
domness [6].

Despite these limitations, LLMs have shown surprising capabili-
ties in certain scenarios, such as generating numbers from specific
distributions without explicit programming. This suggests potential
for improvement and further research to enhance their handling of
randomness.
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Potential solutions include improving the diversity of train-
ing data [10], developing new algorithms to generate random se-
quences [2], incorporating feedback mechanisms to refine the per-
formance of the model [4], and fine-tuning task mixtures to improve
generalization. Additionally, embracing and leveraging the inherent
randomness of LLMs, particularly in creative applications, can be a
viable approach [9].

Furthermore, controlling randomness with parameters such as
temperature and top p allows users to fine-tune the balance between
predictability and variability in LLM outputs [9]. These parameters
provide a degree of control over the generation process, enabling
users to influence the randomness and creativity of the model’s
responses.

4.5 Ability to Follow Prompt Instructions

During experimentation, we made the following observations. Firstly,
for some models, particularly those with small size, the ability to
precisely follow prompt instructions is sometimes poor compared
to larger models. For example, the output may not always be in the
format requested by the prompt instructions. To fix this, in certain
cases, it requires post-processing of the outputs to convert them
into format that can be processed by the randomness analysis tools.
Secondly, when not emphasized in the prompts, LLMs may output
programming code for the requested task instead of producing the
outputs based on the inputs. For example, when asked to shuffle
cards, a LLM may give a card shuffle Python code as response. We
mitigated this issue with more specific prompts to indicate that
the output should not be code. Thirdly, some models occasionally
do not perform the requested number of randomization steps. For
instance, when asked to shuffle cards 1,000 times, a model may
shuffle only 50 times. Since we repeated data collection with many
trials and computed entropy over a large number of outputs across
trials, this has been less than a problem because we can resume
from where it left off.

5 Reproducibility Framework

The stochastic nature of Large Language Models (LLMs) presents
significant challenges to the scientific principle of reproducibility.
To address this, we established a rigorous framework to ensure the
experiments presented in this paper can be reliably and accurately
replicated, combining methodological constraints, task-specific in-
terpretations of reproducibility, and a commitment to open artifact
availability. A primary source of non-determinism in LLMs is the
sampling strategy; therefore, to create a consistent baseline, all
interactions were conducted with the temperature parameter
set to 0. This greedy decoding approach makes the generation
process deterministic for a given prompt and model state, which
is essential for evaluating core capabilities. We posit that repro-
ducibility for tasks involving randomness is achieved not through
identical outputs, but through consistent statistical properties. Ac-
cordingly, for direct generation tasks like random numbers and
strings, reproducibility is assessed by applying the NIST Statisti-
cal Test Suite (sts-2.1.2) [25] to generated sequences, where a
successful replication involves passing or failing the same statis-
tical tests. For indirect tasks like card shuffling, reproducibility is
defined by the convergence of statistical entropy, using a metric

that measures pairwise distances between items (detailed in Section
3.5), with successful replication indicated by convergence to values
statistically indistinguishable from those in Table 3 and Table 4.

6 Limitations

Our study has several limitations that should be acknowledged.
First, the evaluation is based on a specific set of LLMs and tasks,
and the results may not be generalizable to other LLMs or tasks.
Another limitation is the inherent nature of transformer architec-
tures. We run all our experiments with temperature 0 to facilitate
reproducibility. However, that also introduces a certain determin-
ism when generating random numbers by prompting. That makes
our results and work, dependent on prompting. Finally, since our
evaluation includes closed-weight models, the lack of access to
the internal workings of these models makes it difficult to fully
understand and control the factors that influence their random-
ness generation capabilities. Future work will explore the use of
open-weight models and more transparent evaluation methods and
provide deeper insights into the mechanisms underlying random-
ness in LLMs.

7 Related Works

The evaluation of randomness generation in LLMs is an emerg-
ing field of study. Hopkins and Renda [14] provided one of the
first empirical evaluations of LLMs as distribution samplers, es-
tablishing key metrics and highlighting performance differences
between autoregressive and non-autoregressive sampling. Liu [19]
extended this by focusing on GPT-4’s ability to generate random
numerical sequences, revealing that the model often compensates
for uniformity by sacrificing independence. More recently, Harrison
[13] compared LLM and human performance on random number
generation, finding that models may still not match human-level
capabilities in this specific task. Our work builds directly on these
foundational studies by providing a more comprehensive evalua-
tion framework that includes a wider variety of direct and indirect
randomness tasks (numerical, character, and shuffling), applies the
full NIST suite of randomness tests for a more rigorous assessment,
and analyzes a broader set of contemporary LLMs.

Our focus on a rigorous reproducibility framework also situ-
ates this paper within the broader conversation on the challenges
of reproducibility in machine learning research. The difficulty of
replicating results in computational science, often termed the "re-
producibility crisis," is particularly acute in deep learning due to
numerous sources of non-determinism [15]. Even with fixed ran-
dom seeds, subtle variations in software libraries (e.g., cuDNN ver-
sions), hardware (e.g., GPU architecture), and the non-deterministic
nature of certain parallelized floating-point operations can lead to
divergent outcomes [27].

In response, the machine learning community has proposed
various best practices to mitigate these issues. Pineau et al. [24]
introduced a widely recognized checklist for reproducibility, en-
couraging the publication of not only code but also model weights,
hyperparameters, and detailed execution environments. The use of
containerization technologies like Docker has also been advocated
as a method to encapsulate the full software stack, ensuring that
dependencies and system configurations can be perfectly replicated
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[15]. Our work contributes to this effort by not only adhering to
these principles through the public release of our code and exper-
iment artifacts but also by proposing a task-specific definition of
reproducibility for stochastic LLM evaluations, where statistical
consistency, rather than identical output, serves as the benchmark
for a successful replication.

8 Ethical Implications and Responsible
Disclosure

The findings of this study, which highlight significant deficien-
cies in the ability of Large Language Models (LLMs) to generate
high-quality randomness, carry substantial ethical implications. As
LLMs are increasingly integrated into a wide array of applications,
from consumer-facing tools to enterprise-level systems, a misun-
derstanding of their limitations in stochastic processes could lead
to predictable, insecure, and biased outcomes. The demonstrated
weakness in generating random passwords, for instance, poses a
direct security risk. If developers or end-users mistakenly trust
an LLM to generate cryptographic material or unique identifiers,
the resulting outputs could be vulnerable to adversarial prediction
and compromise system security. This aligns with concerns raised
by Bourtoule et al. [11] regarding the unforeseen failure modes of
machine learning systems when deployed in critical environments.

Furthermore, the tendency of LLMs to exhibit biases, as noted in
Section 4.4, can be amplified when randomness is expected but not
properly delivered. For example, in a system designed to randomly
assign resources or opportunities (e.g., in randomized clinical trials
or automated scheduling), a biased "random" process could lead to
systematically unfair or inequitable outcomes, perpetuating societal
biases present in the training data [22]. This underscores the ethical
imperative for developers and researchers to be transparent about
the capabilities and limitations of their models.

Consequently, we have a responsibility to disclose these findings
in a manner that informs without causing undue alarm or enabling
malicious actors. Our approach to responsible disclosure involves
two key actions. First, by publishing this research in a peer-reviewed
venue, we aim to alert the academic and industrial communities
to these potential vulnerabilities, encouraging the development of
more robust systems and best practices. Second, we advocate for
clear guidelines and warnings within developer documentation for
LLMs, explicitly cautioning against their use as a primary source of
entropy for security-sensitive or fairness-critical applications. This
aligns with the principle of "transparency” in Al ethics, which calls
for clear communication about how Al systems operate and where
they might fail [14]. We believe that a proactive and transparent
approach is the most effective way to mitigate the risks associated
with the misuse of LLMs in contexts requiring true or high-quality
randomness.

9 Conclusions

To gain a better understanding of LLM-based agents’ capabilities
in handling tasks that involve randomness, we developed a set
of experiments and tested several LLMs. Our analysis included
evaluating the quality of randomness using metrics like entropy
and well established NIST randomness test-suite. The results show
that while LLMs can mimic randomness to a certain extent, they still
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struggle to achieve high quality randomness. This study contributes
valuable insights into the capabilities and limitations of LLMs in
generating random outputs.
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